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A B S T R A C T

We developed a software tool to validate a deep learning algorithm for an atrial fibrillation detection service
with heart rate data from a clinical study. The deep learning algorithm analyses the measurement data and
establishes an estimated atrial fibrillation probability for each heartbeat. The software tool displays both data
and deep learning analysis results. Furthermore, the graphical user interface can be used by medical experts
to detect atrial fibrillation periods in the data and establish a reference result which will be treated as ground
truth in subsequent result analysis steps. Once both deep learning and expert results are available, a confusion
matrix is produced and the algorithm performance is validated by establishing accuracy, sensitivity, specificity,
and f1-score. The software tool was created in Python and the software incorporated a graphical user interface
as well as functional elements for data display and deep learning. To establish the required functionality, we
used three different parallel processing methods for: (1) user interface processing, (2) data handling, and (3)
deep learning. This highlights the need for parallel processing methods even for projects with a low or mid-
range complexity. We have learned that the functionality of individual components can be expressed elegantly
in Python. However, the lack of parallel debugging support makes it rather difficult to integrate functional
components to establish a working solution.

Code metadata

Current Code version 0.1
The clinical study, the measurement of which are assessed with the tool, is still
ongoing. Therefore, it is expected that the tool is not feature complete.

Permanent link to code/repository used of this code version https://github.com/SoftwareImpacts/SIMPAC-2021-82
Permanent link to Reproducible Capsule
Legal Code License GNU General Public License v3.0
Code Versioning system used SVN
Software Code Language used Python 3.7.7
Compilation requirements, Operating environments & dependencies Linux (Ubuntu), Windows
If available Link to developer documentation/manual None
Support email for questions oliver.faust@gmail.com
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Current software version 0.1
Permanent link to executables of this version There is no executable for this program.

As such, the program has a very narrow scope, therefore producing an executable
was not a requirement. However, we tried to generate an executable for
distribution and found that the dependencies were too complex. Especially the
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1. Introduction

The need for the proposed software tool is linked to stroke, which
is the second leading cause for mortality and the third leading cause
of disability worldwide [1,2]. Prevalence in the general population
and severities of outcome are the main drivers behind that statistic.
Stroke refers to the detrimental processes that occur when brain tissue
is deprived of oxygen [3]. An Ischemic stroke occurs when debris,
such as blood clots and plaque, blocks an artery. The occurrence of
debris is linked to the fluid dynamics in the cardiovascular system.
The way in which the heart pumps blood has a major impact on the
fluid dynamics. Hence, the heart rhythm is linked to the occurrence of
debris which influences the stroke probability. Studies have found that
the heart rhythm irregularity known as atrial fibrillation is particularly
dangerous because it is rather common, and it will increase the stroke
risk fivefold [4,5]. Unfortunately, some forms of atrial fibrillation are
difficult to detect because the signature rhythm irregularity is not
present all the time. The national health service in England estimates
that only 79% of all atrial fibrillation cases are detected [6]. Technical
solutions are required which extend the observation duration and
thereby improve the detection rate.

One way of detecting atrial fibrillation is to monitor the heart
rate of a patient and analyze the resulting signal for signs of heart
rhythm irregularity [7]. We have trained a long-short term memory
deep learning algorithm with data from the PhysioNet atrial fibrillation
database to create a heart rhythm irregularity detection model [4].
That model can detect atrial fibrillation with an accuracy of 99%.
Encouraged by the excellent detection capability [4], we designed an
atrial fibrillation detection service based on internet of medical things
technology [6]. The idea is that the measured signals flow from the
patient to a cloud server where our algorithm analyses the signal in real
time [8]. Hybrid diagnosis support will ensure proper human validation
during the diagnostic process [9–11]. Having wireless connectivity
and real time analysis extends the observation duration indefinitely
and thereby presents a viable solution to the atrial fibrillation de-
tection problem [8]. However, before the service can be deployed,
it is necessary to validate the deep learning algorithm in a clinical
environment.

To address the validation problem, we have created a software tool
which tests the deep learning functionality of the atrial fibrillation
detection service. That software automates the comparison between
cardiologist and deep learning results. For these comparisons, we treat
the cardiologist results as ground truth against which we benchmark
the deep learning results. Each heartbeat is labeled by both cardiologist
and machine algorithm as either AF or non-AF. All the labels are sum-
marized in a confusion matrix and abstract performance measures, such
as accuracy, sensitivity, and specificity are calculated. Furthermore, the
graphical capabilities of the software tool foster detailed discussions
between cardiologists, computer scientists, and biomedical engineers
which might help to improve the proposed atrial fibrillation detection
service.

The remainder of this manuscript introduces the software tool by
following the systems engineering methodology. The next section de-
tails the software requirements. Section 3 refines these requirements
into a specification. The implementation discusses some aspects of the
coding. The last section provides conclusion, limitation, and future
work.

2. Requirements

The following requirements describe what software we should build
[12]. The software tool should automate the comparison between
human expert and deep learning results. The measurements should be
processed offline with the previously developed deep learning algo-
rithm. The software should allow human experts to input the ground
truth analysis results. The output of the program should be a confusion
matrix and classification quality measures.

3. Specification

The requirements are refined into a specification which defines
how we build the software [13]. The software takes excel sheets as
input. These excel sheets are produced by the Lifeguard server from
Isansys and they contain heart rate and electrocardiogram signals
amongst other information. The heart rate signals are analyzed with
the long-short term memory deep learning algorithm, which produces
an estimated AF probability score for each heartbeat [4]. The analysis
results are displayed alongside the signal data in two dimensional
graphs. Navigation through these graphs is established with crosshair
functionality. These graphs can be used to review and annotate the
electrocardiogram signal with regions of atrial fibrillation [14,15]. The
annotated regions are treated as ground truth with which the deep
learning result is compared. To be specific, every beat that falls within
the annotated region is treated as AF and every beat outside the region
is non-AF [16]. A threshold is used to generate regions of estimated AF.
This is done by comparing the threshold value with the estimated AF
probability for each heartbeat. Whenever the estimated AF probability
value is larger than the threshold, that beat belongs to a region of
estimated AF. As a result, each beat has two labels: one from a human
expert and one from the deep learning algorithm. Based on these labels
a 2×2 confusion matrix is established. The matrix elements are used to
calculate the performance measures of accuracy, sensitivity, specificity,
and f1-score. These performance results, together with the estimated AF
probability as well as the expert and algorithmic regions are saved in
a separate excel file.

4. Implementation

The implementation was a meandering journey between learning
the Python language and establishing the specified functionality. De-
spite the relative inexperience with the language itself, the need for
parallel processing became apparent early in the implementation cycle.
To start, the inference functionality of Kearas, which utilizes our
deep learning model, incorporates parallel processing to establish the
estimated atrial fibrillation probability [17]. Fortunately, this func-
tionality is very well abstracted and indeed hidden from the user.
Engaging with parallel processing libraries was required to realize
a speedup for the signal display processing. We have used pyscp to
compose electrocardiogram, heart rate, and estimated atrial fibrillation
probability data vectors in parallel. Composing these vectors and the
inference processing has high and very high computational complexity,
respectively. This translates into waiting times for the program user. A
progress spinner was implemented which indicates the processing of
a potentially long task. This required us to use the QT multithreading
functionality.

We have successfully established the specified functionality with
three different parallel processing methods. However, the lack of debug
support for parallel processing in the Python development environment
Spyder made that task unnecessarily hard. At times we resorted to
trace messages and sometimes we bypassed the Qt multithreading
functionality to inspect variables in code which is normally executed
as a Qt thread. Furthermore, there is also some scope for formalizing
the design and standardizing both code as well as file structure. This
might lead to improved code quality.

5. Impact review

The atrial fibrillation detection service validation tool automates the
comparison between cardiologist and deep learning analysis results [3].
Furthermore, relevant signal graphs allow the users to inspect the
analysis results which might lead to a deeper understanding of artificial
intelligence for atrial fibrillation detection. To be specific, for medical
professionals it is important to visualize the deep learning processing,
because they want to establish what mistakes are happening and the
2
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extend of overreporting and underreporting of events. Based on this
visualization, we can start a conversation on what action to take as a
result of a specific scenario. For example, we might be able to answer
questions like: How much automatically detected atrial fibrillation
justifies interventions with potentially life-threatening side effects, such
as anticoagulation. Currently, this is where we draw the line between
machine and human work. The machine provides an estimated atrial
fibrillation probability over time and cardiologist must interpret that re-
sult. The interpretation should be done by fusing the result information
with knowledge about the patient to reach a diagnosis.

Establishing a hybrid environment where humans work with ma-
chine algorithms is an important goal for future work [9]. The current
atrial fibrillation detection service validation tool can only serve as an
initial attempt with which we can study interaction patterns. These pat-
terns might indicate a direction for further automatization. Currently,
we are thinking about rules to establish alarm situations. Understanding
the estimated atrial fibrillation probability signal shape for a treatable
case might lead to the automated generation of alarm messages. For
example, an alarm message is sent when the estimated atrial fibrillation
probability is above a 50% threshold for more than 5 min within
one hour. Calculating that and disseminating the alarm message is
straight forward, but significantly more research is needed to estab-
lish a useful amount of alarm cases. The focus on establishing alarm
message conditions might seem like a minor point, but this is what
lies at the heart of all internet of medical things devices that provide
diagnosis support by measuring, distributing, and analyzing patient
data in real time. These systems are capable to extend the observation
duration indefinitely which holds the promise of detecting diseases
earlier and that detection is largely independent from whether there are
long asymptomatic episodes [6]. Having the long observation duration
together with the alarm functionality is likely to improve outcomes for
patients through an early diagnosis which will lead to less intrusive
interventions.
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