
A module-agnostic reference software development 
process for different levels of higher-education study

DA SILVA, Carlos Eduardo <http://orcid.org/0000-0001-9608-439X> and 
CAREY, Jack <http://orcid.org/0009-0000-8582-8613>

Available from Sheffield Hallam University Research Archive (SHURA) at:

http://shura.shu.ac.uk/32434/

This document is the author deposited version.  You are advised to consult the 
publisher's version if you wish to cite from it.

Published version

DA SILVA, Carlos Eduardo and CAREY, Jack (2023). A module-agnostic reference 
software development process for different levels of higher-education study. In: 
ASTARTE, Troy, MOLLER, Faron, QUILLE, Keith and RUSSELL, Sean, (eds.) 
UKICER '23: Proceedings of the 2023 Conference on United Kingdom & Ireland 
Computing Education Research. ACM. 

Copyright and re-use policy

See http://shura.shu.ac.uk/information.html

Sheffield Hallam University Research Archive
http://shura.shu.ac.uk

http://shura.shu.ac.uk/
http://shura.shu.ac.uk/information.html


A module-agnostic reference software development process for
different levels of higher-education study
Carlos da Silva

Department of Computing
Sheffield Hallam University

Sheffield, UK
c.dasilva@shu.ac.uk

Jack Carey
Department of Computing
Sheffield Hallam University

Sheffield, UK
jack.carey@student.shu.ac.uk

ABSTRACT
Several software development methodologies and practices are
taught in computer science and software engineering higher edu-
cation degrees. This happens through individual modules and cap-
stone projects and sometimes with participation from real clients.
Different from industry, where processes are usually prescribed,
students encounter company-agnostic artefacts and practises, often
having to choose between the available options. Feedback from
tutors, students and clients indicates this to be a challenge, with
students often confused trying to mix-and-match different prac-
tices without the proper consideration of how they would work
together. This paper introduces the SHU Development Process,
covering all software development stages, that is instantiated into
different levels of detail for students as they progress through their
degree studies. The SHU Dev Process provides structured guidance
to software development practices that can be followed through
their chosen process flow or cherry-picked by students as needed. It
has been created through a student-led project over multiple years.
First applied during the academic year 2021/2 and iterated upon for
2022/3 in a capstone project module at Sheffield Hallam University,
the process was evaluated annually by surveying students across
different courses and levels of study. In initial surveys, students
responded positively, and our experience provides valuable insight
that other practitioners may draw upon to implement and evaluate
a similar resource in the future.

CCS CONCEPTS
• Software and its engineering→ Software developmentmeth-
ods; Collaboration in software development; • Social and
professional topics→ Computing education; Software engi-
neering education; Computer science education.

KEYWORDS
software engineering education, software development process,
higher education, students, university
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1 INTRODUCTION
It is common practice in software development organisations to
define some kind of methodology that documents and provides
guidance to software development teams [8, 10]. Examples of such
guidance include different variations of agile [3] practices and more
structured approaches such as Capability Maturity Model Inte-
gration (CMMI) [5]. More recently, we can also see strategies for
structuring large teams, such as the Spotify Tribes Model which
divides a large team into squads and tribes [11] and its use for
different scenarios [17].

During computer science and software engineering degrees, stu-
dents are exposed to different concepts related to software processes
and methodologies, through a number of techniques. These often
come into play during capstone projects, in which students are
required to build a relatively complex piece of software combining
knowledge and skills learned from previous modules, and some-
times associated with a real client [14]. It is known that effective
student outcomes can improve by as much as 57% by being involved
with industrial partners [14], especially regarding software devel-
opment aspects beyond coding, such as communication, version
control, documentation, and planning.

The Computer Science & Software Engineering (CS&SE) subject
group of Sheffield Hallam University (SHU) adopts the use of cap-
stone projects for first and second year students. Delivered during
the second semester of teaching, they combine aspects of problem-
based learning and interaction with real clients. In both modules,
student teams communicate with clients to gather requirements
and use these to plan their approach to the task at hand, including
aspects related to needed development infrastructure, technologies
and initial design. This culminates in an intense sprint week with a
mixed vibe of a hackathon and office-hours where students build
their respective solutions and present it to the client at the end of
the week.

After running these modules for many years, the teaching team
noticed a few problems, usually substantiated by feedback from
students and clients. One of the problems noticed was a need for
some structure in the software development process for students
to follow. Throughout the CS and SE degrees students are exposed
to different methodologies, methods and techniques involved in
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software development projects, being free to use them as they
choose. However, with no standardised reference to be followed,
we started to notice some discrepancy in the produced output of
capstone projects. Taking the capstone module as example, we
noticed that those teams that got involved with clients that work
with software development were absorbing aspects of the client’s
software development practices into their own projects, while those
with clients in other domains would adopt a more ad-hoc approach,
usually getting overwhelmed by the sheer amount of practices
available. This was seen in the 2021/22 academic year with a team
that worked with a physiotherapist for tracking the progress of
their patient exercises. As the client was not involved with software
engineering, the group did not have a point of reference to guide
their development work.

In this context, and incited by some students, we defined a refer-
ence development process that can be used by students to organise
their work in capstone projects. This paper presents the SHU De-
velopment Process (SDP)1 a module and course agnostic software
development process that can be instantiated into different levels
of teaching. The SHU Development Process provides a structured
reference for student projects, with a standard set of artefacts for
students to use when they engaged with software development
projects, write reports, give presentations, and demonstrate their
work. The SDP has been officially incorporated into our second year
(level 5) capstone project module during the academic year 2022/23.
Finally, the paper also presents an evaluation of the SDP which
involved a survey with the cohort of academic year 2021/22 and
2022/23 of Department of Computing at SHU. The results obtained
provided valuable insights on the SDP, with some lessons learned
and suggestions of improvement that will be carried out during the
academic year 2023/24.

This paper is organised as follows: Section 2 presents some re-
lated work. Section 3 details the SHU Development Process. Sec-
tion 4 presents our survey results together with a discussion on the
lessons learned. Section 5 concludes the paper and points to future
work.

2 RELATEDWORK
This section presents a brief discussion on related work in the
topics of problem-based learning and capstone projects, followed
by a discussion on why we chose the reference documentation
format instead of a question-answer based learning.

Previous research has highlighted the benefits of using problem-
based learning (PBL) [2] in software engineering (SE) education,
with respect to learning the software development lifecycle [14],
improved academic results [16], exposure to different methods [4],
and enthusiasm [6]. Paasivaara et. al. [14] showed that university
modules with external clients can be the first time students un-
derstand the whole life cycle of a software development project
and that the enforcement of scrum based processes limited student
satisfaction. A systematic mapping of trends in SE education high-
lighted the need for tools that facilitate the adoption of current
practices together with mixed models and methods in an educa-
tional context [4]. These findings corroborate the SHU approach
of using capstone-project based on PBL and involvement of real

1https://aserg.codeberg.page/shu-dev-process

clients together with the reference provided by the SHU Develop-
ment Process documentation.

In their research on project-based learning, Włodarski et al. [21]
focused on using a combination of sequential and iterative ap-
proaches. They found that processes should be adapted to academic
settings and hands-on experience with all stages of the software
development process [15] can bridge the gap between SE educa-
tion and industry. As both sequential and iterative approaches are
covered at SHU, the SHU Development Process does not prescribe
one approach, instead acting as a “scaffolding” to aid the approach
taken by students.

Scaffidi [18] showed that, in addition to the technical skills re-
lated to solution domains, employers are looking for skills related to
methods and practises such as agile, code management, and system
interface design. They showed that employers also look for soft
skills relating to communication and handling ambiguous require-
ments, but that the value of any one skill varies between employers.
The sample size of this study was small, at only 11 employers, but
supports the delivery of a variety of skills in computer science and
software engineering courses. Along those lines, Cico et. al. [4]
showed that “the actual participation of industrial stakeholders in
SE education remains limited”, with a request for more experience
papers. A literature review by Garousi et. al. [7] supports Scaffidi’s
finding in their examination of 33 papers. They found an impor-
tance of soft skills, as well as SE models and methods, SE process,
design and architecture, and testing. These are taught at SHUwithin
modules as well as through project-based learning in the capstone
project modules at levels 4 and 5.

One interesting point considered when choosing the format of
the SHU Dev Process is about the use of question & answer based
learning and its benefits for student outcomes [9, 12, 20]. By in-
teracting with teaching staff or their peers, students were able to
improve exam results, as well as inform their own learning and that
of their peers. While it is possible to build a knowledge repository
using digital tools (for example, stack overflow), the effectiveness of
the platforms can be compromised by similar questions being asked
multiple times, lack of (continued) student involvement, and the
need for moderators or lecturers to stay up to date with the ques-
tions being asked. For these reasons, the SHU Development Process
has been designed as reference documentation instead. It is de-
signed to be used alongside the variety of in-classroom approaches
that teaching staff adopt, which range from direct instruction to
question-and-answer based sessions or constructivistic seminars.

Another influence to the SDP documentation is the notion of
process fragments. Seidita et al. [19] defined a process fragment as
“a portion of design process adequately created and structured for being
reused during the composition and enactment of new design processes
both in the field of agent oriented software engineering and in other
ones.”. This has been combined with the notion of scaffolding [1] in
which the different fragments are the artefacts such as user stories
and use case diagrams that students develop collaboratively and
use as building blocks when implementing their software.

3 THE SHU DEVELOPMENT PROCESS
The SHU Dev Process (SDP) was born based on the need for a
structured reference that can be followed by students working on
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Figure 1: General view of the SHU Dev Process structure identifying its five main activities, where each block represents an
action that can have greater levels of detail.

more complex software development projects. The aim is to design
a software development reference that can be “instantiated” into
the different levels of computer science and software engineering
(CS&SE) courses. Students at SHU begin undergraduate study at
level 4 (first year) and finish their third year at level 6. Our proposal
structures and standardises key activities that students undertake
when doing their software development coursework, including sim-
ple project management guidance that works for both individuals
and teams. Where needed, complexity is added to a simple process
according to level of study, in which relevant tools and techniques
are detailed for students so they may better understand and apply
them as they progress through their degree.

The initial iteration of the documentation was created by two
“student researchers” (students hired part-time by the University
to work on projects defined by academics) under the supervision
of teaching staff, where the majority of the decisions related to
detailing of the SDP was performed by the student themselves. The
SDP documentation is designed to be consumed by any student in
the University that is involved in aspects of software development
projects, however attention was initially given to students on the
CS&SE degrees due to its relevance to their assignments. Specif-
ically, we targeted second year undergraduates (level 5) students
undertaking a capstone project module in which external indus-
try partners provide briefs and act as clients for student teams to
develop a complex software system.

This section gives some details on the SDP followed by a discus-
sion on its use through different navigation styles.

3.1 Detailing the SHU Dev Process
The SHU Dev Process, which can be seen in Figure 1, follows the
definition by Pressman & Maxim [15] and comprises five method-
ological activities: initiation2, planning, modelling, construction
and deployment. These main activities encompass a set of support
steps: analysis and design related to modelling; code and test related
to construction; and delivery, support and feedback for deployment.
These stages are used to group the varied actions involved, which
are then presented with different levels of detail depending on the
level of study. As one example we consider user stories which are
explored throughout multiple levels of study, but with different
expectations in terms of its complexity:

2We re-labelled this from the original ’Communication’ section to reduce ambiguity
between inter-stakeholder and intra-team communications.

• Level 4 - Introduce the "As a [type of user] I want to [perform
task] so that I can [achieve goal]" way of thinking about
functionality.

• Level 5 - Builds on level 4 to add acceptance criteria in the
format of "Given [some context], when [an action is carried
out], then [outputs occur]" to help students scope, communi-
cate, plan, and test functionality.

• Level 6 - Builds on level 5 to add requirements traceability
matrices to ensure the functionality agreed through user
stories has been implemented as expected.

In the sequence we detail each of the main activities, describ-
ing the main topics included in the SDP according to Pressman &
Maxim [15].

The initiation activity happens “before any technical work can
commence, and helps in establishing the communication and col-
laboration between the development team and the customer (and
other stakeholders). The intent is to understand their objectives for the
project and to gather requirements that help define software features
and functions”. In particular, the SDP includes material on helping
students understand the client’s objectives, such as the use of so-
cratic questioning method to interrogate the client brief and guide
these initial meetings, as well as providing guidance on how to take
meeting minutes.

A software project is a complicated journey, and “the planning
activity creates a “map” that helps guide the team through it. The map
describes the software engineering work with the technical tasks to be
conducted, the risks that are likely, the resources that will be required,
the work products to be produced, and a work schedule”. The SDP con-
tains material on helping students planning for their projects, from
establishment of team communication channels, the definition of
SMART goals, and different aspects related to project management,
such as, agile methodologies, scrum, risk management, version
control workflows and respective tools.

The modelling activity concerns the creation of different mod-
els used in a software development project. “Models and “sketches”
are useful in software engineering, as with many other industries,
to understand the big picture for projects - what they will look like
architecturally, how the constituent parts fit together, and many other
design characteristics. They may be redefined into greater detail in an
effort to better understand the problem you’re trying to solve”. Mod-
elling is divided into analysis and design. The analysis is dedicated
to the formalisation of the requirements. It involves talking with
a client and documenting your understanding. The SDP describes
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different levels of complexity for user stories, use cases, personas
and user scenarios, and the MoSCoW prioritisation method3. The
design is focused on the modelling of the solution. It usually in-
volves decision around architecture, data structure, user-interface,
classes, algorithms, etc. The SDP includes material on class, entity-
relationship and sequence diagrams with different levels of com-
plexity based on the level of study. We also include discussions
on architectural overview using the C4 model and architectural
decision records.

The construction activity involves the implementation and test-
ing of the structures modelled in the design phase. This activity is
divided into code and test. The code step concerns the production of
source code, with the SDP covering topics related to good practices
with references to coding standard to different programming lan-
guages and discussions on commenting and review strategies. The
test step deals with general strategies for performing software test-
ing, focusing on unit, integration and user acceptance testing with
pointers to tools and libraries on different programming languages.
We also include references to code coverage.

The deployment activity deals with the “conclusion” of the
development project. It captures the notion that “the software is
delivered to the customer who provides feedback based on their own
evaluation of the delivered product” and receives support (e.g., main-
tenance) from the development team, usually driven by some sort
of monitoring of the running software. In the SDP, the delivery
presents guidance on producing the artefact that will be submit-
ted as the student’s coursework. It involves creation of structured
readme files with building/deployment instructions, to the full au-
tomation delivery pipeline, establishing the link with DevOps prac-
tices and tools, and including references to contemporary technolo-
gies such as containers and cloud computing services. The support
and feedback is focused on the student, in particular, with guidance
on the production of reflective statements and project reports. We
also cover guidance on presentations, from general structure and
points to cover, to practical tips in preparing for live demonstrations
of the running software.

3.2 Navigating the SHU Development Process
One aspect that has been substantially improved in the SDP is
related to its navigation. Althoughwe use Pressman andMaxim [15]
general framework to structure the material, we do not prescribe
any particular order in which actions should be performed. In fact,
we follow the authors’ descriptions of process flow types for how
activities occur with respect to sequence and time: linear, iterative,
evolutionary, and parallel. The SDP adds ’ad-hoc’ as an exception,
for short assignments that do not assess students on all software
development activities.

• Linear executes each of the five activities in sequence, begin-
ning with initiation, and culminating with deployment.

• Iterative repeats one ormore of the activities before proceeding
to the next.

• Evolutionary executes all five activities in a "circular" man-
ner, with each iteration leading to a more complete version of
the software.

3MoSCoW and other specific techniques have been included as requests from teaching
staff, but other strategies are also mentioned and linked to.

• Parallel executes one or more activities in parallel, e.g. mod-
elling for one aspect may take place at the same time as con-
struction of another.

• Ad-hoc execute single activities on a one-off, exceptional
basis.

Through specific module work, students are taught to consider
prescriptive methods such as waterfall, prototype, spiral or other,
and how they may or may not be applicable in a given context.
They can do this purely at their level of study, or above or below
for increased and decreased levels of detail in specific practices.
In order to make this more explicit, the structure of the SDP and
the viewing controls in place allow students to navigate between
artefacts using their chosen process flow without prescribing any
specific one.

Figure 2 gives examples of two possible paths students may
choose to apply within their projects and coursework. The “red”
flow captures a student navigating the process in an evolutionary
style, in which each iteration increases the level of detail as the
student becomes familiar with the activites involved. In contrast,
the “blue” flow demonstrates one possible path of an iterative flow,
combining different levels of details where students work largely at
their level of study (level 5), but increase the level of detail in their
modelling as the work progresses. It is important to mention that
these two are just examples of possible navigation paths and that
other flow types have been observed by teaching staff throughout
the second year capstone project module in the academic year
2022/23, with ad-hoc navigation being most popular for individual
students.
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Figure 2: Two examples of possible navigation paths showing
iterative and evolutionary flows.
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4 EVALUATION
This section presents the results of a survey conducted during
academic years 2021/22 and 2022/23, followed by a brief discussion
of the obtained results.

4.1 Survey Results
During academic year 2021/22 the SDP has been made available
to students of the second year capstone project module from the
CS&SE degrees as one of the resources available to them. At the end
of the academic year we invited these students to answer a survey
with their impression of the SHU Dev Process. These provided
feedback that has been incorporated into the SDP for 2022/23, in
which the SDP was again indicated as online resource, and another
survey performed. The surveys have been registered and approved
by University ethical procedures and were completely anonymised
at the point of collection, consisting of a combination of likert scales
and open comments, where all questions were optional. Thematic
analysis was used to categorize the open comments and a summary
of each theme has been placed with each.

Table 1: Number of students participating in the survey ac-
cording with their course.

Responses / Population
Course 2021/22 2022/23

Computer Science 17 / 186 14 / 204
Software Engineering 17 / 122 7 / 164

Other 12 / – 12 / –

We start by presenting a brief reflection on the survey population.
Table 1 presents the number of students that answered the survey
followed by the available population for the degrees of computer
science and software engineering (our main target demographics)
for both 2021/22 and 2022/23. 74% of responses (from a total of 46)
came from our target demographic of computer science (CS) and
software engineering (SE) courses in 2021/22, with 66% (from a total
of 35) in 2022/23. The “other” courses include game design (GD),
cyber security (CSec), IT management and others that are offered
by different subject groups, and thus not officially involved with the
SHUDev Process. It was particularly surprising to see CSec students
(5 responses out of 12) interested in the SDP documentation. We
believe their participation in the survey was motivated by word-of-
mouth between students, which gives us the chance to get some
insights about the perspective of being module and course agnostic.

After capturing demographic information the survey continues
with an open-ended question: “What are you looking for in a resource
like this?”. We received a total of 24 responses in 2021/22 (and 23
responses in 2022/23), which have been collated using thematic
analysis. The main theme in both years relates to some sort of guid-
ance on different aspects of a software development project, from
concepts and project structure to coding and specific technologies.
A second recurrent theme is related to feedback and interaction
with other students, in particular in 2022/23 there were several
mentions of inclusion of student’s suggestions in the SDP itself.
In both years we find responses related to summary of concepts
and, in 2021/22, one explicit mention to accessibility to all reading

levels. Other themes that appeared in 2022/23 revolve around help
for securing jobs and personal/professional development. Topics
considered out of scope for this project, such as those mentioning
wellbeing or course/module-specific guidance, highlighted the need
to refer students to module content and other University services
in these cases. We also had a number of comments classified as
“non-answer”, including comments like "not sure", or "not much".

Figure 3: Results on levels of satisfaction of students with
the SHU Dev Process using likert-scale.

Figure 3 presents the levels of satisfaction results obtained using
likert-scale. These consider the overall quality of the documenta-
tion, the layout and ease of understanding. We draw attention to
improvements in all three topics, particularly in the layout and ease
of understanding, as these were tackled in response to feedback
collected in 2021/22.

We also asked “Does the documentation enhance your understand-
ing of the software development process?”. The overall response is
around 77% yes in 2021/22 (and 85% in 2022/23), with the majority
of students in the target CS (85% in 2021/22 and 93% in 2022/23) and
SE (90% in 2021/22 and 86% in 2022/23) courses felt the documenta-
tion enhanced their understanding of software development. We
were surprised by the positive results from CSec (100% yes in both
years) and negative result from GD students (20% yes in 2021/22
and 0% yes in 2022/23). CSec students do not engage in software
development during their degree, possibly making the SDP the
first learning material devoted to software development guidance
they have been exposed to. On the other hand, GD students, as
part of their degree, build a running game for a commercial plat-
form which, as indicated by course teaching staff, involves several
practices related to software development.

The survey continues by asking students “What do you think
could change to make the Reference Development Process better?”.
The thematic analysis of the responses for both years identified
content as the most mentioned topic, including addition of more
specific details and examples, and more conciseness in some parts.
The responses for 2021/22 included several suggestions for layout
and accessibility, which have been incorporated into the SDP and
mentioned as positive aspects in 2022/23. Both surveys identified
the definition of a single example project to be used throughout the
whole SDP. A consistent example project to use in diagrams and
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explanations is being considered for the next iteration of the SHU
Dev Process, with care being taken to avoid technology-specific
solutions. Another recurrent topic in both years is formal presen-
tation of the SDP for first year students, which will be officially
included in the academic year 2023/24.

4.2 Discussion
Overall, the feedback we collected supported the aims of providing
a structured reference process for students. The participation of
students from other courses was a surprise to us, but provided
interesting comments and helped us in demonstrating the course
and module-agnostic nature of the SDP. Together, these comments
support the introduction of the SDP in earlier levels of study.

The SDP has also been used as inspiration by some module teach-
ing staff in their teaching plans and is actively being consulted for
the restructuring of some modules that is currently happening at
SHU. We have also seen the SHU Dev Process starting to influence
assignment descriptions, although not yet formally used to struc-
ture the marking of student projects. Further discussions with the
teaching team are needed, particularly with the amount of details
indicated according with the level of study. In particular, its use in
the level 5 Professional Software Projects (PSP) module was well re-
ceived by tutors, who noticed its influence in the students-produced
artefacts. When asked about it the module leader said:

“The PSP module sees students working with real world
clients, on real world projects. The students were intro-
duced to the SHU Development Process and encouraged
to apply it to their project work. Techniques such as
MoSCoW prioritisation method helped students struc-
ture their work, in what for many would have been their
first exposure to real projects.”

The CS and SE courses passed through a restructuring for the
academic year 2022/23 following a general “semesterasition” being
conducted by the University and introducing a few other changes.
As such, a direct comparison of grades could not be made against
previous years. Future iterations of the module will continue to
reference the SDP so that its use can be better evaluated. In partic-
ular, we have to consider a trade-off between the module assess-
ment following the SDP structure too closely while maintaining its
course/module-agnostic nature. One positive outcome is that the
SDP has now been presented to all teachers of CS and SE degrees,
with the aim of it being officially incorporated into all modules for
the academic year 2023/24.

The main lesson learned with this experience is related to the
involvement of “student researchers” [13]. They were involved in
the definition of the process, but tutors were the ones presenting it
to students as part of the modules sessions. The student researcher
was able to spread the SDP throughword-of-mouth but this restricts
the reach to its network of students. As demonstrated by some of the
received comments, students are more receptive when they could
see that their peers were involved in presenting such an approach.
We intend to continue involving student researchers in further
development of the SHU Dev Process, as well as in presenting the
SDP to peers in their respective modules.

One limitation of this experience was the sample size of respon-
dents. They represented a small fraction of the hundreds of students

in the department (as shown in Table 1), particularly when consid-
ering our targeted courses. This means that the results may not be
representative of the entire computing department student body.
Improvement and repetition of the survey in the next academic
year or at another institution could be used to validate or disprove
the results seen in this paper. Nevertheless, the survey provided
areas of improvement for future iterations. The suggestions and
improvements were organised as issues on the git repository4 so
they can be tracked, discussed, and implemented.

5 CONCLUSIONS
This paper presented the SHU Development Process, a structured ref-
erence documentation for students to follow as they learn about and
implement software development practises, bothwithin a successful
project-based module and beyond. The SDP aimed to supplement
the full variety of teaching approaches taken by educators by pro-
viding a canonically correct source of information that students can
refer to when deciding which methods to apply in their work. We
recommend that academics and educators teaching software devel-
opment processes introduce similar documentation to their courses
to support the effective student outcomes in their institution.

The evaluation showed that this has been beneficial to both
student experience and that of the teaching staff who assess them.
The results obtained through a survey with students indicates that
it is worth instantiating the SDP into first year modules, which we
plan to do with the capstone-project module recently introduced
to level 4 of CS and SE degrees. We also intent on applying and
surveying students throughout their full 3-year degree journey.
The changes recommended by students and highlighted by our
evaluation have been registered as issues in our git repository
and will be tackled in the next academic year. Besides that, we
also intend to conduct a more thorough evaluation of the SDP
documentation, initially in the context of the PSP module, but
expanding to other modules and courses.

The survey responses we collected focused on the affective out-
comes of students using the documentation within their courses.
While results supported the introduction of the documentation, no
industry link was made directly between the produced documen-
tation and current software engineering industry trends. Though
the taught content at SHU is already informed by industry, fur-
ther work should directly survey external partners involved with
project-based modules to find gaps and/or corroboration between
the produced documentation and industry practises.
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